[Introduction](javascript:void(0);)

**Objectives**

* Explain the need and benefit of ORM
  + ORM (Object-Relational Mapping), makes it easier to develop code that interacts with database, abstracts the database system, transactionality
    - ORM Pros and Cons - https://blog.bitsrc.io/what-is-an-orm-and-why-you-should-use-it-b2b6f75f5e2a
    - What is ORM? - https://en.wikipedia.org/wiki/Object-relational\_mapping

* Demonstrate the need and benefit of Spring Data JPA
  + Evolution of ORM solutions, Hibernate XML Configuration, Hibernate Annotation Configuration, Spring Data JPA, Hibernate benefits, open source, light weight, database independent query
    - With H2 in memory database - https://www.mkyong.com/spring-boot/spring-boot-spring-data-jpa/
    - With MySQL - https://www.mkyong.com/spring-boot/spring-boot-spring-data-jpa-mysql-example/
    - XML Configuration Example -https://www.tutorialspoint.com/hibernate/hibernate\_examples.htm
    - Hibernate Configuration Example -https://www.tutorialspoint.com/hibernate/hibernate\_annotations.htm

* Explain about core objects of hibernate framework
  + Session Factory, Session, Transaction Factory, Transaction, Connection Provider
    - Hibernate Architecture Reference - https://www.tutorialspoint.com/hibernate/hibernate\_architecture.htm

* Explain ORM implementation with Hibernate XML Configuration and Annotation Configuration
  + XML Configuration - persistence class, mapping xml, configuration xml, loading hibernate configuration xml file; Annotation Configuration - persistence class, @Entity, @Table, @Id, @Column, hibernate configuration xml file Loading hibernate configuration and interacting with database get the session factory, open session, begin transaction, commit transaction, close session
    - XML Configuration Example - https://www.tutorialspoint.com/hibernate/hibernate\_examples.htm
    - Hibernate Configuration Example - https://www.tutorialspoint.com/hibernate/hibernate\_annotations.htm

* Explain the difference between Java Persistence API, Hibernate and Spring Data JPA
  + JPA (Java Persistence API), JPA is a specification (JSR 338), JPA does not have implementation, Hibernate is one of the implementation for JPA, Hibernate is a ORM tool, Spring Data JPA is an abstraction above Hibernate to remove boiler plate code when persisting data using Hibernate.
    - Difference between Spring Data JPA and Hibernate - https://dzone.com/articles/what-is-the-difference-between-hibernate-and-sprin-1
    - Intro to JPA - https://www.javaworld.com/article/3379043/what-is-jpa-introduction-to-the-java-persistence-api.html

* Demonstrate implementation of DML using Spring Data JPA on a single database table
  + Hibernate log configuration and ddl-auto configuration, JpaRepsitory.findById(), defining Query Methods, JpaRespository.save(), JpaRepository.deleteById()
    - Spring Data JPA Ref Repository methods - https://docs.spring.io/spring-data/jpa/docs/2.2.0.RELEASE/reference/html/#repositories.core-concepts
    - Query methods - https://docs.spring.io/spring-data/jpa/docs/2.2.0.RELEASE/reference/html/#repositories.query-methods

**Spring Data JPA - Quick Example**   
  
**Software Pre-requisites**

* MySQL Server 8.0
* MySQL Workbench 8
* Eclipse IDE for Enterprise Java Developers 2019-03 R
* Maven 3.6.2

**Create a Eclipse Project using Spring Initializr**

* Go to <https://start.spring.io/>
* Change Group as “com.fis”
* Change Artifact Id as “orm-learn”
* In Options > Description enter "Demo project for Spring Data JPA and Hibernate"
* Click on menu and select "Spring Boot DevTools", "Spring Data JPA" and "MySQL Driver"
* Click Generate and download the project as zip
* Extract the zip in root folder to Eclipse Workspace
* Import the project in Eclipse "File > Import > Maven > Existing Maven Projects > Click Browse and select extracted folder > Finish"
* Create a new schema "ormlearn" in MySQL database. Execute the following commands to open MySQL client and create schema.

> mysql -u root -p

mysql> create schema ormlearn;

* In orm-learn Eclipse project, open src/main/resources/application.properties and include the below database and log configuration.

# Spring Framework and application log

logging.level.org.springframework=info

logging.level.com.fis=debug

# Hibernate logs for displaying executed SQL, input and output

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

# Log pattern

logging.pattern.console=%d{dd-MM-yy} %d{HH:mm:ss.SSS} %-20.20thread %5p %-25.25logger{25} %25M %4L %m%n

# Database configuration

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

# Hibernate configuration

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect

* Build the project using ‘mvn clean package’ command in command line
* Include logs for verifying if main() method is called.

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

public static void main(String[] args) {

SpringApplication.run(OrmLearnApplication.class, args);

  LOGGER.info("Inside main");

}

* Execute the OrmLearnApplication and check in log if main method is called.

Walk through the following aspects related to the project created:

1. src/main/java - Folder with application code
2. src/main/resources - Folder for application configuration
3. src/test/java - Folder with code for testing the application
4. OrmLearnApplication.java - Walkthrough the main() method.
5. Purpose of @SpringBootApplication annotation
6. pom.xml
   1. Walkthrough all the configuration defined in XML file
   2. Open 'Dependency Hierarchy' and show the dependency tree.

**Country table creation**

* Create a new table country with columns for code and name. For sample, let us insert one country with values 'IN' and 'India' in this table.

create table country(co\_code varchar(2) primary key, co\_name varchar(50));

* Insert couple of records into the table

insert into country values ('IN', 'India');

insert into country values ('US', 'United States of America');

**Persistence Class - com.fis.orm-learn.model.Country**

* Open Eclipse with orm-learn project
* Create new package com.fis.orm-learn.model
* Create Country.java, then generate getters, setters and toString() methods.
* Include @Entity and @Table at class level
* Include @Column annotations in each getter method specifying the column name.

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name="country")

public class Country {

  @Id

    @Column(name="code")

    private String code;

    @Column(name="name")

    private String name;

// getters and setters

  // toString()

}

*Notes:*

* @Entity is an indicator to Spring Data JPA that it is an entity class for the application
* @Table helps in defining the mapping database table
* @Id helps is defining the primary key
* @Column helps in defining the mapping table column

**Repository Class - com.fis.orm-learn.CountryRepository**

* Create new package com.fis.orm-learn.repository
* Create new interface named CountryRepository that extends JpaRepository<Country, String>
* Define @Repository annotation at class level

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.fis.ormlearn.model.Country;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

**Service Class - com.fis.orm-learn.service.CountryService**

* Create new package com.fis.orm-learn.service
* Create new class CountryService
* Include @Service annotation at class level
* Autowire CountryRepository in CountryService
* Include new method getAllCountries() method that returns a list of countries.
* Include @Transactional annotation for this method
* In getAllCountries() method invoke countryRepository.findAll() method and return the result

**Testing in OrmLearnApplication.java**

* Include a static reference to CountryService in OrmLearnApplication class

private static CountryService countryService;

* Define a test method to get all countries from service.

    private static void testGetAllCountries() {

        LOGGER.info("Start");

        List<Country> countries = countryService.getAllCountries();

        LOGGER.debug("countries={}", countries);

        LOGGER.info("End");

    }

* Modify SpringApplication.run() invocation to set the application context and the CountryService reference from the application context.

        ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

        countryService = context.getBean(CountryService.class);

        testGetAllCountries();

* Execute main method to check if data from ormlearn database is retrieved.

**Hibernate XML Config implementation walk through**   
  
Provide explanation on the sample Hibernate implementation available in the link below:  
https://www.tutorialspoint.com/hibernate/hibernate\_examples.htm  
  
Explanation Topics

* Explain how object to relational database mapping done in hibernate xml configuration file
* Explain about following aspects of implementing the end to end operations in Hibernate:
  + SessionFactory
  + Session
  + Transaction
  + beginTransaction()
  + commit()
  + rollback()
  + session.save()
  + session.createQuery().list()
  + session.get()
  + session.delete()

**Hibernate Annotation Config implementation walk through**   
  
Provide explanation on the sample Hibernate implementation available in the link below:  
https://www.tutorialspoint.com/hibernate/hibernate\_annotations.htm  
  
Explanation Topics

* Explain how object to relational database mapping done in persistence class file Employee
* Explain about following aspects of implementing the end to end operations in Hibernate:
  + @Entity
  + @Table
  + @Id
  + @GeneratedValue
  + @Column
  + Hibernate Configuration (hibernate.cfg.xml)
    - Dialect
    - Driver
    - Connection URL
    - Username
    - Password

**Difference between JPA, Hibernate and Spring Data JPA**   
  
Java Persistence API (JPA)

* JSR 338 Specification for persisting, reading and managing data from Java objects
* Does not contain concrete implementation of the specification
* Hibernate is one of the implementation of JPA

Hibernate

* ORM Tool that implements JPA

Spring Data JPA

* Does not have JPA implementation, but reduces boiler plate code
* This is another level of abstraction over JPA implementation provider like Hibernate
* Manages transactions

**Refer code snippets below on how the code compares between Hibernate and Spring Data JPA  
Hibernate**

   /\* Method to CREATE an employee in the database \*/

   public Integer addEmployee(Employee employee){

      Session session = factory.openSession();

      Transaction tx = null;

      Integer employeeID = null;

      try {

         tx = session.beginTransaction();

         employeeID = (Integer) session.save(employee);

         tx.commit();

      } catch (HibernateException e) {

         if (tx != null) tx.rollback();

         e.printStackTrace();

      } finally {

         session.close();

      }

      return employeeID;

   }

**Spring Data JPA**  
EmployeeRespository.java

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {

}

EmployeeService.java

@Autowire

  private EmployeeRepository employeeRepository;

@Transactional

public void addEmployee(Employee employee) {

  employeeRepository.save(employee);

  }

​​​​​​​   
  
**Reference Links:**   
<https://dzone.com/articles/what-is-the-difference-between-hibernate-and-sprin-1>   
<https://www.javaworld.com/article/3379043/what-is-jpa-introduction-to-the-java-persistence-api.html>

**Implement services for managing Country**   
  
An application requires for features to be implemented with regards to country. These features needs to be supported by implementing them as service using Spring Data JPA.

* Find a country based on country code
* Add new country
* Update country
* Delete country
* Find list of countries matching a partial country name

Before starting the implementation of the above features, there are few configuration and data population that needs to be incorporated. Please refer each topic below and implement the same.   
  
**Explanation for Hibernate table creation configuration**

* Moreover the ddl-auto defines how hibernate behaves if a specific table or column is not present in the database.
  + create - drops existing tables data and structure, then creates new tables
  + validate - check if the table and columns exist or not, throws an exception if a matching table or column is not found
  + update - if a table does not exists, it creates a new table; if a column does not exists, it creates a new column
  + create-drop - creates the table, once all operations are completed, the table is dropped

# Hibernate ddl auto (create, create-drop, update, validate)

spring.jpa.hibernate.ddl-auto=validate

Populate country table

* Delete all the records in Country table and then use the below script to create the actual list of all countries in our world.

insert into country (co\_code, co\_name) values ("AF", "Afghanistan");

insert into country (co\_code, co\_name) values ("AL", "Albania");

insert into country (co\_code, co\_name) values ("DZ", "Algeria");

insert into country (co\_code, co\_name) values ("AS", "American Samoa");

insert into country (co\_code, co\_name) values ("AD", "Andorra");

insert into country (co\_code, co\_name) values ("AO", "Angola");

insert into country (co\_code, co\_name) values ("AI", "Anguilla");

insert into country (co\_code, co\_name) values ("AQ", "Antarctica");

insert into country (co\_code, co\_name) values ("AG", "Antigua and Barbuda");

insert into country (co\_code, co\_name) values ("AR", "Argentina");

insert into country (co\_code, co\_name) values ("AM", "Armenia");

insert into country (co\_code, co\_name) values ("AW", "Aruba");

insert into country (co\_code, co\_name) values ("AU", "Australia");

insert into country (co\_code, co\_name) values ("AT", "Austria");

insert into country (co\_code, co\_name) values ("AZ", "Azerbaijan");

insert into country (co\_code, co\_name) values ("BS", "Bahamas");

insert into country (co\_code, co\_name) values ("BH", "Bahrain");

insert into country (co\_code, co\_name) values ("BD", "Bangladesh");

insert into country (co\_code, co\_name) values ("BB", "Barbados");

insert into country (co\_code, co\_name) values ("BY", "Belarus");

insert into country (co\_code, co\_name) values ("BE", "Belgium");

insert into country (co\_code, co\_name) values ("BZ", "Belize");

insert into country (co\_code, co\_name) values ("BJ", "Benin");

insert into country (co\_code, co\_name) values ("BM", "Bermuda");

insert into country (co\_code, co\_name) values ("BT", "Bhutan");

insert into country (co\_code, co\_name) values ("BO", "Bolivia, Plurinational State of");

insert into country (co\_code, co\_name) values ("BQ", "Bonaire, Sint Eustatius and Saba");

insert into country (co\_code, co\_name) values ("BA", "Bosnia and Herzegovina");

insert into country (co\_code, co\_name) values ("BW", "Botswana");

insert into country (co\_code, co\_name) values ("BV", "Bouvet Island");

insert into country (co\_code, co\_name) values ("BR", "Brazil");

insert into country (co\_code, co\_name) values ("IO", "British Indian Ocean Territory");

insert into country (co\_code, co\_name) values ("BN", "Brunei Darussalam");

insert into country (co\_code, co\_name) values ("BG", "Bulgaria");

insert into country (co\_code, co\_name) values ("BF", "Burkina Faso");

insert into country (co\_code, co\_name) values ("BI", "Burundi");

insert into country (co\_code, co\_name) values ("KH", "Cambodia");

insert into country (co\_code, co\_name) values ("CM", "Cameroon");

insert into country (co\_code, co\_name) values ("CA", "Canada");

insert into country (co\_code, co\_name) values ("CV", "Cape Verde");

insert into country (co\_code, co\_name) values ("KY", "Cayman Islands");

insert into country (co\_code, co\_name) values ("CF", "Central African Republic");

insert into country (co\_code, co\_name) values ("TD", "Chad");

insert into country (co\_code, co\_name) values ("CL", "Chile");

insert into country (co\_code, co\_name) values ("CN", "China");

insert into country (co\_code, co\_name) values ("CX", "Christmas Island");

insert into country (co\_code, co\_name) values ("CC", "Cocos (Keeling) Islands");

insert into country (co\_code, co\_name) values ("CO", "Colombia");

insert into country (co\_code, co\_name) values ("KM", "Comoros");

insert into country (co\_code, co\_name) values ("CG", "Congo");

insert into country (co\_code, co\_name) values ("CD", "Congo, the Democratic Republic of the");

insert into country (co\_code, co\_name) values ("CK", "Cook Islands");

insert into country (co\_code, co\_name) values ("CR", "Costa Rica");

insert into country (co\_code, co\_name) values ("HR", "Croatia");

insert into country (co\_code, co\_name) values ("CU", "Cuba");

insert into country (co\_code, co\_name) values ("CW", "Curaçao");

insert into country (co\_code, co\_name) values ("CY", "Cyprus");

insert into country (co\_code, co\_name) values ("CZ", "Czech Republic");

insert into country (co\_code, co\_name) values ("CI", "Côte d'Ivoire");

insert into country (co\_code, co\_name) values ("DK", "Denmark");

insert into country (co\_code, co\_name) values ("DJ", "Djibouti");

insert into country (co\_code, co\_name) values ("DM", "Dominica");

insert into country (co\_code, co\_name) values ("DO", "Dominican Republic");

insert into country (co\_code, co\_name) values ("EC", "Ecuador");

insert into country (co\_code, co\_name) values ("EG", "Egypt");

insert into country (co\_code, co\_name) values ("SV", "El Salvador");

insert into country (co\_code, co\_name) values ("GQ", "Equatorial Guinea");

insert into country (co\_code, co\_name) values ("ER", "Eritrea");

insert into country (co\_code, co\_name) values ("EE", "Estonia");

insert into country (co\_code, co\_name) values ("ET", "Ethiopia");

insert into country (co\_code, co\_name) values ("FK", "Falkland Islands (Malvinas)");

insert into country (co\_code, co\_name) values ("FO", "Faroe Islands");

insert into country (co\_code, co\_name) values ("FJ", "Fiji");

insert into country (co\_code, co\_name) values ("FI", "Finland");

insert into country (co\_code, co\_name) values ("FR", "France");

insert into country (co\_code, co\_name) values ("GF", "French Guiana");

insert into country (co\_code, co\_name) values ("PF", "French Polynesia");

insert into country (co\_code, co\_name) values ("TF", "French Southern Territories");

insert into country (co\_code, co\_name) values ("GA", "Gabon");

insert into country (co\_code, co\_name) values ("GM", "Gambia");

insert into country (co\_code, co\_name) values ("GE", "Georgia");

insert into country (co\_code, co\_name) values ("DE", "Germany");

insert into country (co\_code, co\_name) values ("GH", "Ghana");

insert into country (co\_code, co\_name) values ("GI", "Gibraltar");

insert into country (co\_code, co\_name) values ("GR", "Greece");

insert into country (co\_code, co\_name) values ("GL", "Greenland");

insert into country (co\_code, co\_name) values ("GD", "Grenada");

insert into country (co\_code, co\_name) values ("GP", "Guadeloupe");

insert into country (co\_code, co\_name) values ("GU", "Guam");

insert into country (co\_code, co\_name) values ("GT", "Guatemala");

insert into country (co\_code, co\_name) values ("GG", "Guernsey");

insert into country (co\_code, co\_name) values ("GN", "Guinea");

insert into country (co\_code, co\_name) values ("GW", "Guinea-Bissau");

insert into country (co\_code, co\_name) values ("GY", "Guyana");

insert into country (co\_code, co\_name) values ("HT", "Haiti");

insert into country (co\_code, co\_name) values ("HM", "Heard Island and McDonald Islands");

insert into country (co\_code, co\_name) values ("VA", "Holy See (Vatican City State)");

insert into country (co\_code, co\_name) values ("HN", "Honduras");

insert into country (co\_code, co\_name) values ("HK", "Hong Kong");

insert into country (co\_code, co\_name) values ("HU", "Hungary");

insert into country (co\_code, co\_name) values ("IS", "Iceland");

insert into country (co\_code, co\_name) values ("IN", "India");

insert into country (co\_code, co\_name) values ("ID", "Indonesia");

insert into country (co\_code, co\_name) values ("IR", "Iran, Islamic Republic of");

insert into country (co\_code, co\_name) values ("IQ", "Iraq");

insert into country (co\_code, co\_name) values ("IE", "Ireland");

insert into country (co\_code, co\_name) values ("IM", "Isle of Man");

insert into country (co\_code, co\_name) values ("IL", "Israel");

insert into country (co\_code, co\_name) values ("IT", "Italy");

insert into country (co\_code, co\_name) values ("JM", "Jamaica");

insert into country (co\_code, co\_name) values ("JP", "Japan");

insert into country (co\_code, co\_name) values ("JE", "Jersey");

insert into country (co\_code, co\_name) values ("JO", "Jordan");

insert into country (co\_code, co\_name) values ("KZ", "Kazakhstan");

insert into country (co\_code, co\_name) values ("KE", "Kenya");

insert into country (co\_code, co\_name) values ("KI", "Kiribati");

insert into country (co\_code, co\_name) values ("KP", "Democratic People's Republic of Korea");

insert into country (co\_code, co\_name) values ("KR", "Republic of Korea");

insert into country (co\_code, co\_name) values ("KW", "Kuwait");

insert into country (co\_code, co\_name) values ("KG", "Kyrgyzstan");

insert into country (co\_code, co\_name) values ("LA", "Lao People's Democratic Republic");

insert into country (co\_code, co\_name) values ("LV", "Latvia");

insert into country (co\_code, co\_name) values ("LB", "Lebanon");

insert into country (co\_code, co\_name) values ("LS", "Lesotho");

insert into country (co\_code, co\_name) values ("LR", "Liberia");

insert into country (co\_code, co\_name) values ("LY", "Libya");

insert into country (co\_code, co\_name) values ("LI", "Liechtenstein");

insert into country (co\_code, co\_name) values ("LT", "Lithuania");

insert into country (co\_code, co\_name) values ("LU", "Luxembourg");

insert into country (co\_code, co\_name) values ("MO", "Macao");

insert into country (co\_code, co\_name) values ("MK", "Macedonia, the Former Yugoslav Republic of");

insert into country (co\_code, co\_name) values ("MG", "Madagascar");

insert into country (co\_code, co\_name) values ("MW", "Malawi");

insert into country (co\_code, co\_name) values ("MY", "Malaysia");

insert into country (co\_code, co\_name) values ("MV", "Maldives");

insert into country (co\_code, co\_name) values ("ML", "Mali");

insert into country (co\_code, co\_name) values ("MT", "Malta");

insert into country (co\_code, co\_name) values ("MH", "Marshall Islands");

insert into country (co\_code, co\_name) values ("MQ", "Martinique");

insert into country (co\_code, co\_name) values ("MR", "Mauritania");

insert into country (co\_code, co\_name) values ("MU", "Mauritius");

insert into country (co\_code, co\_name) values ("YT", "Mayotte");

insert into country (co\_code, co\_name) values ("MX", "Mexico");

insert into country (co\_code, co\_name) values ("FM", "Micronesia, Federated States of");

insert into country (co\_code, co\_name) values ("MD", "Moldova, Republic of");

insert into country (co\_code, co\_name) values ("MC", "Monaco");

insert into country (co\_code, co\_name) values ("MN", "Mongolia");

insert into country (co\_code, co\_name) values ("ME", "Montenegro");

insert into country (co\_code, co\_name) values ("MS", "Montserrat");

insert into country (co\_code, co\_name) values ("MA", "Morocco");

insert into country (co\_code, co\_name) values ("MZ", "Mozambique");

insert into country (co\_code, co\_name) values ("MM", "Myanmar");

insert into country (co\_code, co\_name) values ("NA", "Namibia");

insert into country (co\_code, co\_name) values ("NR", "Nauru");

insert into country (co\_code, co\_name) values ("NP", "Nepal");

insert into country (co\_code, co\_name) values ("NL", "Netherlands");

insert into country (co\_code, co\_name) values ("NC", "New Caledonia");

insert into country (co\_code, co\_name) values ("NZ", "New Zealand");

insert into country (co\_code, co\_name) values ("NI", "Nicaragua");

insert into country (co\_code, co\_name) values ("NE", "Niger");

insert into country (co\_code, co\_name) values ("NG", "Nigeria");

insert into country (co\_code, co\_name) values ("NU", "Niue");

insert into country (co\_code, co\_name) values ("NF", "Norfolk Island");

insert into country (co\_code, co\_name) values ("MP", "Northern Mariana Islands");

insert into country (co\_code, co\_name) values ("NO", "Norway");

insert into country (co\_code, co\_name) values ("OM", "Oman");

insert into country (co\_code, co\_name) values ("PK", "Pakistan");

insert into country (co\_code, co\_name) values ("PW", "Palau");

insert into country (co\_code, co\_name) values ("PS", "Palestine, State of");

insert into country (co\_code, co\_name) values ("PA", "Panama");

insert into country (co\_code, co\_name) values ("PG", "Papua New Guinea");

insert into country (co\_code, co\_name) values ("PY", "Paraguay");

insert into country (co\_code, co\_name) values ("PE", "Peru");

insert into country (co\_code, co\_name) values ("PH", "Philippines");

insert into country (co\_code, co\_name) values ("PN", "Pitcairn");

insert into country (co\_code, co\_name) values ("PL", "Poland");

insert into country (co\_code, co\_name) values ("PT", "Portugal");

insert into country (co\_code, co\_name) values ("PR", "Puerto Rico");

insert into country (co\_code, co\_name) values ("QA", "Qatar");

insert into country (co\_code, co\_name) values ("RO", "Romania");

insert into country (co\_code, co\_name) values ("RU", "Russian Federation");

insert into country (co\_code, co\_name) values ("RW", "Rwanda");

insert into country (co\_code, co\_name) values ("RE", "Réunion");

insert into country (co\_code, co\_name) values ("BL", "Saint Barthélemy");

insert into country (co\_code, co\_name) values ("SH", "Saint Helena, Ascension and Tristan da Cunha");

insert into country (co\_code, co\_name) values ("KN", "Saint Kitts and Nevis");

insert into country (co\_code, co\_name) values ("LC", "Saint Lucia");

insert into country (co\_code, co\_name) values ("MF", "Saint Martin (French part)");

insert into country (co\_code, co\_name) values ("PM", "Saint Pierre and Miquelon");

insert into country (co\_code, co\_name) values ("VC", "Saint Vincent and the Grenadines");

insert into country (co\_code, co\_name) values ("WS", "Samoa");

insert into country (co\_code, co\_name) values ("SM", "San Marino");

insert into country (co\_code, co\_name) values ("ST", "Sao Tome and Principe");

insert into country (co\_code, co\_name) values ("SA", "Saudi Arabia");

insert into country (co\_code, co\_name) values ("SN", "Senegal");

insert into country (co\_code, co\_name) values ("RS", "Serbia");

insert into country (co\_code, co\_name) values ("SC", "Seychelles");

insert into country (co\_code, co\_name) values ("SL", "Sierra Leone");

insert into country (co\_code, co\_name) values ("SG", "Singapore");

insert into country (co\_code, co\_name) values ("SX", "Sint Maarten (Dutch part)");

insert into country (co\_code, co\_name) values ("SK", "Slovakia");

insert into country (co\_code, co\_name) values ("SI", "Slovenia");

insert into country (co\_code, co\_name) values ("SB", "Solomon Islands");

insert into country (co\_code, co\_name) values ("SO", "Somalia");

insert into country (co\_code, co\_name) values ("ZA", "South Africa");

insert into country (co\_code, co\_name) values ("GS", "South Georgia and the South Sandwich Islands");

insert into country (co\_code, co\_name) values ("SS", "South Sudan");

insert into country (co\_code, co\_name) values ("ES", "Spain");

insert into country (co\_code, co\_name) values ("LK", "Sri Lanka");

insert into country (co\_code, co\_name) values ("SD", "Sudan");

insert into country (co\_code, co\_name) values ("SR", "Suriname");

insert into country (co\_code, co\_name) values ("SJ", "Svalbard and Jan Mayen");

insert into country (co\_code, co\_name) values ("SZ", "Swaziland");

insert into country (co\_code, co\_name) values ("SE", "Sweden");

insert into country (co\_code, co\_name) values ("CH", "Switzerland");

insert into country (co\_code, co\_name) values ("SY", "Syrian Arab Republic");

insert into country (co\_code, co\_name) values ("TW", "Taiwan, Province of China");

insert into country (co\_code, co\_name) values ("TJ", "Tajikistan");

insert into country (co\_code, co\_name) values ("TZ", "Tanzania, United Republic of");

insert into country (co\_code, co\_name) values ("TH", "Thailand");

insert into country (co\_code, co\_name) values ("TL", "Timor-Leste");

insert into country (co\_code, co\_name) values ("TG", "Togo");

insert into country (co\_code, co\_name) values ("TK", "Tokelau");

insert into country (co\_code, co\_name) values ("TO", "Tonga");

insert into country (co\_code, co\_name) values ("TT", "Trinidad and Tobago");

insert into country (co\_code, co\_name) values ("TN", "Tunisia");

insert into country (co\_code, co\_name) values ("TR", "Turkey");

insert into country (co\_code, co\_name) values ("TM", "Turkmenistan");

insert into country (co\_code, co\_name) values ("TC", "Turks and Caicos Islands");

insert into country (co\_code, co\_name) values ("TV", "Tuvalu");

insert into country (co\_code, co\_name) values ("UG", "Uganda");

insert into country (co\_code, co\_name) values ("UA", "Ukraine");

insert into country (co\_code, co\_name) values ("AE", "United Arab Emirates");

insert into country (co\_code, co\_name) values ("GB", "United Kingdom");

insert into country (co\_code, co\_name) values ("US", "United States");

insert into country (co\_code, co\_name) values ("UM", "United States Minor Outlying Islands");

insert into country (co\_code, co\_name) values ("UY", "Uruguay");

insert into country (co\_code, co\_name) values ("UZ", "Uzbekistan");

insert into country (co\_code, co\_name) values ("VU", "Vanuatu");

insert into country (co\_code, co\_name) values ("VE", "Venezuela, Bolivarian Republic of");

insert into country (co\_code, co\_name) values ("VN", "Viet Nam");

insert into country (co\_code, co\_name) values ("VG", "Virgin Islands, British");

insert into country (co\_code, co\_name) values ("VI", "Virgin Islands, U.S.");

insert into country (co\_code, co\_name) values ("WF", "Wallis and Futuna");

insert into country (co\_code, co\_name) values ("EH", "Western Sahara");

insert into country (co\_code, co\_name) values ("YE", "Yemen");

insert into country (co\_code, co\_name) values ("ZM", "Zambia");

insert into country (co\_code, co\_name) values ("ZW", "Zimbabwe");

insert into country (co\_code, co\_name) values ("AX", "Åland Islands");

Refer subsequent hands on exercises to implement the features related to country.

**Find a country based on country code** 

* Create new exception class CountryNotFoundException in com.fis.spring-learn.service.exception
* Create new method findCountryByCode() in CountryService with @Transactional annotation
* In findCountryByCode() method, perform the following steps:
  + Method signature

@Transactional

public Country findCountryByCode(String countryCode) throws CountryNotFoundException

* Get the country based on findById() built in method

Optional<Country> result = countryRepository.findById(countryCode);

* From the result, check if a country is found. If not found, throw CountryNotFoundException

if (!result.isPresent())

* Use get() method to return the country fetched.

Country country = result.get();

* Include new test method in OrmLearnApplication to find a country based on country code and compare the country name to check if it is valid.

    private static void getAllCountriesTest() {

        LOGGER.info("Start");

        Country country = countryService.findCountryByCode("IN");

  LOGGER.debug("Country:{}", country);

        LOGGER.info("End");

    }

* Invoke the above method in main() method and test it.

**NOTE:** Explain the importance of @Transactional annotation. Spring takes care of creating the Hibernate session and manages the transactionality when executing the service method.

**Add a new country** 

* Create new method in CountryService.

@Transactional

public void addCountry(Country country)

* Invoke save() method of repository to get the country added.

countryRepository.save(country)

* Include new testAddCountry() method in OrmLearnApplication. Perform steps below:
  + Create new instance of country with a new code and name
  + Call countryService.addCountry() passing the country created in the previous step.
  + Invoke countryService.findCountryByCode() passing the same code used when adding a new country
  + Check in the database if the country is added

**Update a country based on code** 

* Create a new method updateCountry() in CountryService with parameters code and name. Annotate this method with @Transactional. Implement following steps in this method.
  + Get the reference of the country using findById() method in repository
  + In the country reference obtained, update the name of country using setter method
  + Call countryRepository.save() method to update the name
* Include new test method in OrmLearnApplication, which invokes updateCountry() method in CountryService passing a country's code and different name for the country.
* Check in database table if name is modified.

**Delete a country based on code** 

* Create new method deleteCountry() in CountryService. Annotate this method with @Transactional.
* In deleteCountry() method call deleteById() method of repository.
* Include new test method in OrmLearnApplication with following steps
  + Call the delete method based on the country code during the add country hands on
* Check in database if the country is deleted

#### [Angular Integration and Mockito](javascript:void(0);)

**Objectives**

* Demonstrate implementation of spring security integrated with repository to get user details
  + UserDetailsService, UserDetail, loadUserByUsername(), UsernameNotFoundException
    - Reference - https://docs.spring.io/spring-security/site/docs/5.2.1.BUILD-SNAPSHOT/reference/htmlsingle/#tech-userdetailsservice
* Demonstrate implementation of isolated testing of service using Mockito
  + Importance of isolated testing, MockitoJUnitRunner, Mockito.mock(), when(), thenReturn()
    - Spring Boot with Mockito - https://www.springboottutorial.com/spring-boot-unit-testing-and-mocking-with-mockito-and-junit
* Demonstrate code coverage report generation on unit test cases executed
  + Eclipse, ECL Emma, understanding the color coding
    - EMMA Reference - https://www.eclemma.org/
* Demonstrate end to end integration with Angular, RESTful Web Services and Spring Data JPA
  + Implement an event triggered in angular that executes a restful web service, which in turn invoke Spring Data JPA Repository that gets or persists data in database

Reference Code : FSE-ORM-029Complexity : Level1

**Integrate Spring Security with database**   
  
In "Spring RESTful Web Services" module, we implemented Spring Security with in memory database. In this hands on we will integrate Spring Security to use Spring Data JPA repository that manages the user details.  
  
**Prepare the Schema and Repository classes**

* Create relevant tables for storing user and role in ormlearn schema. (Refer the ER diagram in the end)
* Create classes User and Role with necessary many-to-many mapping
* Define roleList in User with eager fetch
* Create UserRepository with inclusion of a Query Method 'findByUsername' to get an user based on username.
* In user table create two users one for user and one for admin
* Make the password as $2a$10$R/lZJuT9skteNmAku9Y7aeutxbOKstD5xE5bHOf74M2PHZipyt3yK, which is the bcrypt encoding of the text 'pwd'
* Test if findByUsername() method works fine and retrieves the user and roles

​​​​​​​![https://cognizant.e-box.co.in/uploads/Image/01fseangular/user-role-er.png](data:image/png;base64,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)

**AppUser.java**  
This new bean class has to be implement UserDetails class of spring security framework, so that spring framework can read user details from this bean. Refer steps below to implement.

* Create bean class AppUser to hold the user details. This needs to be implement UserDetails class of spring security framework, so that spring framework can read user details from this bean. Refer steps below to implement:
* Right click on com.fis.spring-learn.security > New > Class
* Enter "Name" as "AppUser"
* In "Interfaces" click "Add.." and select "org.springframework.security.core.userdetails.UserDetails"
* Click Finish
* The above steps will create AppUser class and populate the code with all the methods that needs to be implemented.
* Include below instance variables in this class:

    private User user; // entity reference

    private Collection<? extends GrantedAuthority> authorities; // to store role details

* Create a constructor with user as parameter. Obtain the roles from the user and convert them to authorities. Refer code below for authorities conversion that needs to be included in the constructor.

        this.authorities = user.getRoleList().stream()

                .map(role -> new SimpleGrantedAuthority(role.getName())).collect(Collectors.toList());

* The above code converts the list of roles into a list of SimpleGrantedAuthority.
* Return authorities in getAuthorities() method
* Return user.getPassword() in getPassword() method
* Return true in all the below methods:
  + isAccountNonExpired()
  + isAccountNonLocked()
  + isCredentialsNonExpired()
  + isEnabled()

**AppUserDetailsService.java**

* Create a new class AppUserDetailsService in com.fis.spring-learn.security package.
* This class has to implement org.springframework.security.core.userdetails.UserDetailsService, so that spring security framework uses this class to retrieve user details.
* Autowire UserRepository
* Implement loadUserByUsername() method

public UserDetails loadUserByUsername(String username) throws UsernameNotFoundException

* Import UsernameNotFoundException from org.springframework.security.core.userdetails;
* Invoke findByUsername() method from UserRepository and get the user.
* If user is null throw UsernameNotFoundException
* If user is not null then create an instance of AppUser passing user obtained from repository.
* Return the AppUser reference.
* Test the execution of loadUserByUsername() to see if user details are retrieved along with roles.

**SecurityConfig.java**

* Autowire AppUserDetailsService
* In configure() method, comment out the in memory definition and bind spring framework to use the appUserDetailsService for authentication.

auth.userDetailsService(appUserDetailsService).passwordEncoder(passwordEncoder());

* Test the authentication web service using curl or postman.
* Reference Code : FSE-ORM-030Complexity : Level1
* **A Unit Test should be self sufficient**   
    
  As the name "Unit Testing" suggests, it is supposed to test a specific method in isolation without worrying about the dependencies.  
    
  Let us try to understand this with an example. Consider a Service method that calls a method in Repository. The service method is dependent on repository and the repository is dependent on database. When we have to test a service method, we should test it without the dependency on repository.  
    
  A good unit test should be isolated. Avoid dependencies such as environment settings, register values, or databases.  
    
  Let us consider the loadUserByUsername() method we implemented recently.  
    
  In this code below, find out the lines that has dependency on repository and database.
* public UserDetails loadUserByUsername(String username) throws UsernameNotFoundException {
* LOGGER.info("Start");
* LOGGER.debug("UserRepository:{}", userRepository);
* User user = userRepository.findByUsername(username);
* LOGGER.debug("User:{}", user);
* if (user == null) {
* throw new UsernameNotFoundException(username);
* }
* LOGGER.info("End");
* return new AppPrincipalUser(user);
* }
* SME to walkthrough each line of the above code and identify the lines that has dependency.  
    
  In the subsequent hands on we will identify how to avoid the dependency using mockito.

Reference Code : FSE-ORM-031Complexity : Level1

**Implement integrated testing of loadUserByUsername() method** 

* Open spring-learn application in Eclipse
* Create a new package com.fis.spring-learn.service in src/test/java
* Create a new class UserDetailsServiceTest
* Define the following annotations at class level. This ensures that the class has spring application context.

@RunWith(SpringRunner.class)

@SpringBootTest

* Autowire UserDetailsService and implement the below test method. This method validates if the password returned is as per what is available in the database.

    @Test

    public void testLoadByUserName() {

        LOGGER.info("Start");

        UserDetails user = userDetailsService.loadUserByUsername("usr");

        String expected = "$2a$10$R/lZJuT9skteNmAku9Y7aeutxbOKstD5xE5bHOf74M2PHZipyt3yK";

        assertEquals(expected, user.getPassword());

        LOGGER.info("End");

    }

* Execute this as JUnit Test Case by right clicking on this test class and selecting Run > JUnit Test
* Check the logs to see that the service calls repository and it retrieves the data from database
* Ask yourself the following questions:
  + Is this method executed in isolation?
  + Is this test unit testing?

This kind of testing is integration testing and not unit testing.  
  
In the next hands on we will see how to isolate the testing using Mockito.

Reference Code : FSE-ORM-032Complexity : Level1

**Implement isolated testing with Mockito**   
  
Refer the code of the method to be tested:

    public UserDetails loadUserByUsername(String username) throws UsernameNotFoundException {

        LOGGER.info("Start");

        LOGGER.debug("UserRepository:{}", userRepository);

        User user = userRepository.findByUsername(username);

        LOGGER.debug("User:{}", user);

        if (user == null) {

            throw new UsernameNotFoundException(username);

        }

        LOGGER.info("End");

        return new AppPrincipalUser(user);

    }

Our unit test cases should ensure that all the lines and all possible scenarios are tested.  
  
The above method can be tested in two scenarios:

* The method findByUsername() returns a valid
* The method findByUsername() returns null due to non-availability of user in the database

**Implement the steps below to test the first scenario:**

* Create a new test class UserDetailsServiceMockTest in src/test/java, com.fis.spring-learn.service package
* Annotate @RunWith with MockitoJUnitRunner.class (import org.mockito.junit.MockitoJUnitRunner)
* Annotate @SpringBootTest
* Include test method mockTestLoadUserByUsername()
* Implement following steps in the test method.
* Using Mockit.mock() method create a mock of the repository

UserRepository repository = Mockito.mock(UserRepository.class);

* Using below line of code define what happens when findByUsername() method in repository is called. This is how we are isolating the dependency.

when(repository.findByUsername("usr")).thenReturn(createUser());

* Due to the above defintion the database call will not happen, we need to simulate the return of User as part of this call. We achieve this by using a new createUser() method that takes care of creating a user instance with necessary password and role that is expected. Implement this method within the test class.
* Create a new constructor in AppUserDetailsService that accepts UserRepository as input and sets the userRepository instance variable.
* Create AppUserDetailsService instance using the mocked repository

AppUserDetailsService service = new AppUserDetailsService(repository); // repository refers to the mock repository created

* Invoke the method we want to test. When this method is executed, the repository's find method will not be invoke, but mockito will just return whatever is returned by createUser() method.

UserDetails user = service.loadUserByUsername("usr");

* Include the lines below to assert if the password matches.

String expected = "$2a$10$R/lZJuT9skteNmAku9Y7aeutxbOKstD5xE5bHOf74M2PHZipyt3yK";

assertEquals(expected, user.getPassword());

* Run the class as JUnit test and check if the test passes.

**Implement the mockito test for the second scenario when user is returned as null**

* Mock the findByUsername() to return null
* Pass the test case if UsernameNotFoundException is thrown. This can be implemented by asserting true in the catch block of UsernameNotFoundException handling. Include return after assert.
* Assert it as false after catch block

Reference Code : FSE-ORM-033Complexity : Level1

**Code Coverage of JUnit Testing**   
  
Following steps below to check the test coverage of JUnit testing:

* Right click on test class
* Select "Coverage As" > "JUnit Test"
* This executes the following actions:
  + Executes the unit test cases
  + Marks each line as red and green to denote if a line was executed or not. Open various files of your choice and check the relevance of red and green lines.
  + Generates a coverage report that can be seen in a new view "Coverage". Maximize the "Coverage" view, expand the packages to view the class wise code coverage percentage.

Reference Code : FSE-ORM-034Complexity : Level1

**Integrate employee web services with Spring Data JPA**   
  
Hope you all remember the following features implemented as part of angular hands on:

* Display list of employees
* Clicking edit link on an employee will open employee form with populated values
* Clicking save on edit form to persist the employee details
* Clicking delete link on an employee has to delete the employee

Currently the above implementations are done with in memory static data.  
  
Using repository and appropriate beans implement this with repository and service.   
  
Test in the angular application to see if the features work end to end.

Reference Code : FSE-ORM-035Complexity : Level1

**Implement end to end country search feature**   
  
Create a new component and route in angular application for searching country.  
  
This component should have a text box and a div in the bottom of the text box. This div will list the countries that matches with the keyword entered in text box. The countries within the div needs to be displayed line by line.  
  
Create necessary service in angular application that invokes the respective REST API created for returning the country list based on keyword.  
This REST API needs to be called on the key press event of the search text box.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1) | |  | | --- | | **Which class in Spring Security Framework is used to define role?** | | |  |  |  | | --- | --- | --- | |  | **1)** | **GrantedAuthority** | |  | 2) | Authority | |  | 3) | Role | |  | 4) | RoleAuthority | | |
| 2) | |  | | --- | | **Identify the class that helps to get the current spring security configuration** | | |  |  |  | | --- | --- | --- | |  | 1) | SecurityConfigHolder | |  | **2)** | **SecurityContextHolder** | |  | 3) | SecurityContext | |  | 4) | SecurityConfig | | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 3) | |  | | --- | | **What needs to be passed as input parameter of thenReturn() method?** | | |  |  |  | | --- | --- | --- | |  | **1)** | **The actual object that has to be returned by the mocked method** | |  | 2) | The object that needs to be mocked | |  | 3) | The class that needs to be mocked | |  | 4) | The method that needs to be mocked | | |
| 4) | |  | | --- | | **A unit test should be self sufficient** | | |  |  |  | | --- | --- | --- | |  | 1) | FALSE | |  | **2)** | **TRUE** | | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 5) | |  | | --- | | **A method in CountryService needs to be unit tested. In this scenario, identify the**  **right code that will mock the class.** | | |  |  |  | | --- | --- | --- | |  | **1)** | **CountryService service = Mockito.mock(CountryService.class);** | |  | 2) | CountryService service = Mockito.createMock(CountryService.class); | |  | 3) | Mockito.mock(CountryService.class); | |  | 4) | CountryService service = Mockito.generateMock(CountryService.class); | | |
| 6) | |  | | --- | | **Which method in UserDetailsService needs to be implemented, so that Spring**  **Security Framework can get the user details of a specific user?** | | |  |  |  | | --- | --- | --- | |  | **1)** | **loadUserByUsername()** | |  | 2) | loadUserByUserName() | |  | 3) | loadByUserName() | |  | 4) | loadByUsername() | | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 7) | |  | | --- | | **Select all aspects applicable for the statement "Unit Test should be self sufficient"** | | |  |  |  | | --- | --- | --- | |  | **1)** | **Avoid dependencies on file system** | |  | **2)** | **Avoid dependencies on database** | |  | 3) | Avoid dependencies within methods and classes | |  | **4)** | **Avoid dependencies on environment settings** | | |

#### [Jenkins](javascript:void(0);)

**Objectives**

* Demonstrate setting up Jenkins to get code from GitLab and build the maven project
  + About Jenkins, build automation, Jenkins installation and user setup, plugins for GitLab and Maven, configure GitLab with API authentication token, configure GitLab SSL Certificate, configure git.exe path and maven path, setup maven project, build project
    - Jenkins - https://jenkins.io/doc/
    - Jenkins Java - https://jenkins.io/solutions/java/

Reference Code : FSE-ORM-040Complexity : Level1

**About Jenkins**

* Open source automation server
* Automate build and deployement of a project
* Refer diagram below which has a sample continuous integration server setup:
  + In our scenario it is git bash client instead of NetBeans IDE
  + Git Server is the gitlab server https://code.fis.com
  + Ideally in real time environment Jenkins should be a separate server. For our learning purpose, we will use the local desktop as build server environment.
  + In our case it is "tomcat" server instead of "GlassFish"

SME to explain the diagram in detail.   
  
[ *Picture Courtesy*:  <https://programmaticponderings.com/2013/11/13/building-a-deployment-pipeline-using-git-maven-jenkins-and-glassfish-part-2-of-2/>]   
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**Jenkins Installation**

Follow steps below to install Jenkins:

**Downloads**

* SME to download following files from SharePoint and share them with the learners:
* SME to download the following files from the SharePoint path GenCSharePath > GenC Shared Content > OBL - Java FSE > software:
  + jenkins.war
  + jenkins-plugins.zip

**Start Jenkins**

* In command prompt go to the folder where jenkins.war is downloaded and execute the below command to start Jenkins

java -jar jenkins.war

* On execution of the above command the log rolls. Look for the generated admin password in the log. copy the password and have it future reference
* Open http://localhost:8080 in browser
* This will open the screen to enter the admin password.
* Get the password from where you had stored or get the password from initialAdminPassword file in "C:\Users\<YOUR\_EMP\_ID>\.jenkins\secrets" folder.
* Enter the admin password
* Select the "Select plugins to install" option
* Due to proxy issues plugin installation will be done later, so select the option "None", so that plugins installation will not be initiated by Jenkins.
* Click "Install" button, which will not initiate plugin installation and will display a form for user details
* Enter employee id in username, fill up other details and click "Save and Continue"
* In the next screen verify the URL and click "Save and Finish" button
* It should display the message "Jenkins is ready"
* Select "Start using Jenkins", which will open the dashboard.
* Sign out once and check if login is working.
* Logout and close the browser window, we  will login after installation of plugin.

**Plugin installation (without internet access)**

* Stop the jenkins server by pressing Ctrl+C in the command prompt window where jenkins server is running
* Get the jenkins-plugins.zip file from the SME. The zip file is available in the same folder as the jenkins.war file
* In Windows File Explorer go to folder D:\Users\<EMP\_ID>\.jenkins and delete the plugins folder
* Copy the plugins folder from jenkins-plugins.zip file and paste the contents in the .jenkins folder
* Start jenkins server by running "java -jar jenkins.war" command in command prompt
* Login into jenkins in browser using your employee id and password
* Subsequent hands on will have steps to configure git and maven to build the project
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**Configure Maven and Git path**

* Login into Jenkins
* Go to "Manage Jenkins" > "Global Tool Configuration"
* Git Path
  + Go to "Git" section
  + Click "Add Git"
  + Give "Name" as "Default"
  + Open windows explorer and find out where Git is installed. Check in "Program Files" folder of C drive.
  + "Path to Git executable" should look something like "C:\Program Files\Git\bin\git.exe".
* Maven Path
  + Go to "Maven" section
  + In "Name" provide "Maven" along with version number
  + In "MAVEN\_HOME" provide the root path of maven. (Example: D:\apache-maven-3.5.2)
* Click "Save" to save the configuration
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**Build spring-learn project in Jenkins**   
  
**Configure spring-learn project build**

* Login into Jenkins
* Click "New Item"
* Enter item name as "spring-learn-build"
* Click "Maven Project"
* Click "OK"
* In "Source Code Management" section select Git
* In "Repository URL" provide your spring-learn project URL with ".git" suffixed
* Click "Add" > "Jenkins"
* Select "Kind" as "Username with password"
* Provide "Username" as employee id
* Provide "Password" as network password
* Provide "ID" as "gitlab-credentials"
* Provide "Description" as "gitlab-credentials"
* Click "Add"
* In Credentials drop down select "[EMP\_ID]/\*\*\*\*\* (git-credentials)"
* If git configuration give SSL certificate error, execute the below command in GitBash

git config --global http.sslVerify false

* Reopen the spring-learn-build configuration to check if the SSL certificate error is gone
* In Build section in "Goals and options" provide value as "clean package"
* Click "Save"

**Executing the build**

* Now in right hand side of the Jenkins dashboard the "spring-learn-build" project will be listed
* Click on "spring-learn-build"
* Click "Build Now" in the left hand side menu
* In the left hand side menu bottom, there will be a section "Build History"
* In "Build History" section there will be a blinking icon
* Click on the blinking icon to view the build progress log
* Check if the build is successful and the JAR file is generated.
* If there are any test cases that fail, make changes to have successful test execution and make the project build status as green.
* In windows explorer go to C:\Users\[EMP\_ID]\.jenkins\workspace\spring-learn-build to see the code download from git and build output available in target folder.